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Abstract

For many computer vision tasks deep learning provides state-of-the-art results. However,

learning (especially supervised learning) requires vast amounts of labelled data. Gener-

ating these data are non-trivial, and usually require laborious human effort to manually

annotate images.

This project aims to automatically generate image segmentations (i.e. data labels) by

using LiDAR sensors, with applications for autonomous vehicles. The main approach

taken uses hierarchical clustering to determine important segmentations. An interactive

GUI was created to refine and improve segmentations. An additional alternative approach

made use of a pre-trained neural network to determine object bounding boxes, followed

by hierarchical clustering refinements. All approaches were developed and tested on the

KITTI dataset [1].

Best results achieved utilized the interactive GUI, achieving a mean IoU of 72.97%, with

an approximate processing time of 22.08 seconds per image (163 images per hour). Cur-

rent state-of-the-art results for KITTI semantic segmentation utilize deep neural net-

works, achieving a mean IoU of 72.87%, while requiring significantly less time [2]. Faster

results can be achieved by sampling LiDAR data and/or restricting use of the interac-

tive GUI. This can improve timing performance significantly, theoretically achieving a

throughput of 20 000 images per hour with a mean IoU ≈ 41%.

These data indicate that interactive approaches to image segmentation yield near com-

parable results to start-of-the-art neural network approaches, albeit with increased pro-

cessing time. Purely heuristic approaches, without interactivity, lose precision but may

nonetheless prove useful as a reference for human annotators. Several different directions

for future work exist - particularly important areas could focus on combining multiple

segmentation techniques with sampled data, and/or expanding the sophistication of the

GUI.
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Chapter 1

Introduction

1.1 Background to the study

Over the past few decades, neural networks have been applied to solve a variety of ‘diffi-

cult’ computational problems. ‘Difficult’ in this sense refers to there being no clear algo-

rithmic strategy. Classic problems include classification (handwriting recognition, facial

recognition, spam vs not-spam, etc.), clustering (finding similar images/videos/sounds,

detecting anomalies, etc.) and pattern recognition tasks.

The power of neural networks and artificial intelligence is transforming our world. How-

ever, a neural network requires significant data to train - without which it will fail to

learn an objective function, or learn incorrectly.

Generating these data are a resource intense task - data needs to be collected, annotated

and classified. In particular, annotation is frequently laborious, requiring hours of hu-

man effort. Strategies such as CAPTCHAs, Amazon’s Mechanical Turk [4] and private

companies dedicated to annotation (e.g. Scale AI [5]) exist in an effort to streamline

the annotation process. However, these strategies only provide partial solutions, and still

require significant human input. From an economic perspective, this is one of the most

expensive parts of the neural network training pipeline.

1.2 Objectives of this study

This study aims to investigate the power of augmenting data annotations for use in train-

ing neural networks, specifically with regard to image semantics for self-driving vehicles.

Ideally, a near ground-truth pixel-wise segmentation will be achieved, without interactive

input. More realistically, this study aims to segment objects of interest that could be

used as a reference for annotation work.
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1.3. SCOPE AND LIMITATIONS

1.2.1 Problems to be investigated

The primary problem is to determine whether image segmentations can be determined

computationally, without human input. Further, it is important to determine whether

the problem can be solved heuristically - that is, without making use of neural networks.

1.2.2 Purpose of the study

Huge effort is being put into developing self-driving cars. One fundamental problem is

how to semantically segment an image (i.e. how to ensure that self-driving cars can use

visual or other inputs to make sense of the world around them). Neural networks offer the

solution - feeding data of people, cars, or other inputs allows for learning of what these

things are, thereby allowing networks to segmentate future instances of similar data.

However, learning neural networks segmentation requires vast pre-annotated data, with

good ground-truth segmentations. On average, one human can label one image in ap-

proximately one hour [6]. In addition, each annotator needs to be trained for the task of

labeling per-pixel masks.

Current annotations are performed by hand, either doing a pixel-wise segmentation, or

using interactive techniques (e.g. graph cuts) to generate segmentations.

This study is aimed at supplementing the annotation process by automating segmenta-

tion labelling. Specifically, this study aims to use LiDAR data to heuristically generate

segmentations within camera images. LiDAR (Light Detection and Ranging) is a survey-

ing method that makes use of light pulses, transmitted and received, to measure distance

to a target. It is comparable to radar, although it uses shorter wavelengths, thereby

achieving better resolution. Due to its high precision and impressive range (most mod-

ern sensors offer detection further than 100m), it is being used by autonomous driving

leaders, including Waymo, Uber and Toyota [7].

1.3 Scope and Limitations

The scope of the generated segmentations is limited to self-driving vehicles. A core part

of the strategy implemented depends on LiDAR data - thus, we are limited to datasets

that contain LiDAR information (here, the KITTI dataset [1] is used). This is somewhat

contentious - companies such as Tesla have been outspoken against the use of LiDAR,

arguing that it is unnecessary for autonomous driving1 [9]. Other key leaders in the self-

driving car industry are strong proponents for LiDAR (Waymo, Uber, Ford, GM Cruise)

1More recently, Tesla have been seen experimenting with a Velodyne LiDAR sensor [8]
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1.4. PLAN OF DEVELOPMENT

[7].

A number of additional limitations are relevant. First, frame integration (discussed fur-

ther in methodology) requires odometry data. Although this could be determined (indeed,

determining odometry is a core challenge in autonomous vehicles), here ground-truth

odometry data is used, as provided in the KITTI dataset.

Second, this study is limited to segmentation. That is, there is no classification in the

pipeline - data is simply segmented, without an ‘understanding’ of what that data is.

Finally, the computer used throughout testing was an 8 core Intel i7-8565U at 1.80 Ghz.

This limits the speed at which the algorithm can run, and influences all timing data.

1.4 Plan of development

This report begins with a literature review, focused on various traditional and contempo-

rary segmentation techniques. It then outlines a method of segmentation that harnesses

LiDAR data. Following this, results are examined based on comparison with ground-truth

data from the KITTI dataset. Finally, conclusions are drawn and recommendations are

made.
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Chapter 2

Literature Review

Semantic image segmentation is a rich field with significant challenges. Part of the dif-

ficulty lies in determining what a correct segmentation should produce. That is, there

are several segmentations (within a single image) that could be correct. Deciding how to

segment an image is therefore a difficult challenge, with no one criterion (colour, texture,

brightness, etc.) being a clear choice.

Another difficulty is that images are inherently hierarchical. That is, some objects can

also be a part of another object. This has lead to some segmentation approaches forming

a hierarchy of tree-like structures, corresponding to hierarchical partitions, rather than a

‘flat’ partition.

Due to the inherent difficulty of segmentation, there have been many different methods

and approaches, with varying degrees of success. Traditional segmentation (prior to 2000)

was approached using direct techniques. From 2000 to 2010, research shifted towards

graph-based segmentation, classification using SVMs, and clustering techniques. In 2012,

AlexNet [10] performed remarkably well in the ImageNet Large Scale Visual Recognition

Challenge (ILSVRC) [11] using a Convolutional Neural Network (CNN), leading to a

surge of research into CNNs. Over the past few years, Deep Neural Networks (DNNs or

DCNNs) have become popular for a variety of computer vision tasks, including semantic

segmentation. These DNNs have performed excellently on image classification tasks,

achieving super-human performance [12]. However, deeper models use more pooling

layers, which cause a trade-off between classification and localization accuracy (that is,

as one moves deeper into a network more spatial information is lost), causing difficulty in

segmentation tasks. Recently, several solutions have evolved to achieve spatial invariance

[13] [14] [15]. In this literature review I focus on some of the traditional methods as well

as more contemporary neural network based approaches.

4



2.1. TRADITIONAL APPROACHES

2.1 Traditional approaches

2.1.1 Thresholding [3]

Thresholding is the simplest method for segmentation. An image is segmented based on

its pixel intensities (values).

Global thresholding applies the same threshold everywhere:

p(x, y) =







b0 p(x, y) ≤ t

b1 p(x, y) > t

where p(x, y) is a pixel at some x, y location, bo and b1 are new desired intensities and t

is some threshold. Multiple thresholding uses more than two threshold levels to separate

the image into more than two segments.

Local thresholding applies different thresholds to different parts of an image. Adaptive

thresholding varies the value of t according to the local neighbourhood of pixels around

(x, y). Automatic thresholding allows for the t value to be determined heuristically.

For example, Otsu’s method [16] finds the threshold by minimizing intra-class intensity

variance, an example of which can be seen in figure 2.1.

(a) Original image. (b) Gray-scale image. (c) Thresholding using Otsu’s
method.

Figure 2.1: Using Otsu’s method to segment an image.

Thresholding proves useful in images that have a natural high contrast, such as grey-scale

images. Thus, thresholding has proved useful in analyzing CT scans and MRIs.

2.1.2 Edge detection

Edge detection uses edges for segmentation. That is, edges are assumed to be object

boundaries, which can then be used for segmentation. Naive implementations compute

5



2.1. TRADITIONAL APPROACHES

the gradients vectors of pixels. A gradient vector simply computes the changes along the x

and y directions of adjacent pixels respectively (the derivatives in horizontal and vertical

directions). This can other be done explicitly (i.e. for pixel p calculate (p+1)− (p−1) to

determine the x-direction gradient). Alternatively, an equivalent result can be achieved by

convolving a gradient kernel with the image. Various gradient kernels exist - commonly

used kernels include the Prewitt [17], Sobel [18] and Laplacian operators. Figure 2.2

shows edge detection using different kernels.

Figure 2.2: Edge detection using horizontal, vertical and Laplacian kernels.

2.1.3 Clustering

Clustering techniques attempt to group similar data into unique clusters. This can prove

useful for segmentation, especially if the image undergoing segmentation has distinctive

features (e.g. clear colour separation).

K-means clustering [19] attempts to cluster n points into k clusters by minimizing the

sum of squares within each cluster. The algorithm is well known and is not repeated

here.

K-means clustering is extremely efficient. However, it has some drawbacks: namely,

one needs to supply the parameter k before clustering and convergence may not always

produce correct or expected results.

Fuzzy clustering (or soft k-means) allows each data point to belong to more than one

cluster. The most popular algorithm is Fuzzy C-means (FCM) [20]. By adding a pa-

rameter of ‘fuzziness’, the threshold between clusters becomes less distinct. This allows

segmentation to be more robust towards noise, shadowing and variations in camera, but it

otherwise has the same drawbacks of hard k-means. Chuang et al. [21] introduce a FCM

algorithm that takes into account spatial information (i.e. the idea that neighbouring

pixels are highly correlated, and thereby should belong to the same cluster). This spatial

FCM further reduces the effects of noise and biases segmentation towards homogenous

clustering.

The mean shift [22] [23] is a clustering algorithm that does not depend on specifying

6



2.1. TRADITIONAL APPROACHES

the number of clusters. It is based on Kernel Density Estimation (KDE), and works by

finding the modes (maxima) of a density function. The mean shift is advantageous as one

only supplies the bandwidth, a measure of spread of the kernel. However, it is significantly

slower than k-means.

Several authors have combined deep learning with clustering [24] [25]. However, this

combination has led to degenerate solutions (where a single cluster dominates or some

clusters disappear). Recently, Ji et al. [26] introduced invariant information clustering

(IIC) - a novel method for clustering that learns a neural network to maximize mutual

information between pairs of images; the details of which are beyond the scope of this

review. IIC is robust to degeneracy, and avoids the problem of distractor classes by

training with an auxiliary output layer that learns to over-cluster. IIC is currently state-

of-the-art for unsupervised semantic segmentation.

2.1.4 Graph-based approaches

Graph based approaches to segmentation treat an image as a mathematical undirected

graph. That is, each pixel is treated as a node/vertex in the graph, and the edges are

formed between every pair of nodes. The weight of each edge correspond to some function

of similarity between nodes. This similarity could be based on brightness, colour, texture,

motion, etc. A cut is defined as:

cut(A,B) =
∑

u∈A,v∈B

w(u, v)

where A and B are disjoint sets of the graph, and w(u, v) is the weight between nodes

u and v. A cut can then be made in the graph according to some criterion. Cutting

effectively segments the graph (i.e. image).

Wu and Leahy [27] use minimum cuts for segmentation. That is, if a cut is defined as the

sum of all weights in the graph, then a minimum cut simply finds the cut that minimizes

all the weights, as shown in figure 2.3. However, this method is biased towards cutting

small sets of isolated nodes. Intuitively, small isolated nodes contribute a large weight,

which can be reduced by cutting them out of the graph, as illustrated in figure 2.4.

To address this bias, Shi and Malik [28] introduce the idea of normalized cuts :

Ncut(A,B) =
cut(A,B)

assoc(A, V )
+

cut(A,B)

assoc(B, V )

where assoc(A, V ) =
∑

u∈A,t∈V w(u, t) is the total connection from nodes in A to all nodes

in the graph.

7



2.1. TRADITIONAL APPROACHES

Figure 2.3: An example using minimum cuts to segment a graph.

This is a new measure of association between nodes. By computing the normalized cut as

a fraction of all node connections it gives the node a frame of context within the graph,

and thereby uses global impressions, rather than just local features. This allows for better

segmentation over minimum cuts, as seen in figure 2.4. Unfortunately, using normalized

cuts for segmentation is an NP hard problem, as outlined by the authors. They give

approximations that allow for computation with some error. However, this method of

segmentation is very slow (O(mn), where n is the number of pixels and m is the number

of steps required by an Lanczos eigensolver - computing the optimal partition requires

solving an eigendecomposition problem) and does not scale well to larger images.

Figure 2.4: Normalized cut, yielding a less biased cut than a min-cut [28].

In 2004, Felzenswalb and Huttenlocher [29] extended the idea of using a graph-based

approach, introducing a greedy algorithm that runs in O(nlogn) time, where n is the

number of image pixels. This is much faster than previous approaches, and allows for

segmentation to be practically run on video. In addition, this technique respects gradients

within images, as well as regions of wildly differing intensities.

The greedy algorithm adaptively adjusts segmentation based on variability in intensity

between regions of an image. As before, a graph is constructed from the image. However,

this graph is then segmented into components, where a component is a region of the graph

within which all pixels have a high level of similarity. Pixels in different components have

high levels of dissimilarity. The weights of adjacent pixels are used as a measure of

similarity. Using a bottom-up approach, the algorithm uses a predicate to determine if
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2.1. TRADITIONAL APPROACHES

there is a boundary between two components. If there is not (high similarity between

components) they will be merged into one larger component. The predicate compares

the internal differences within a component to differences between components. That is,

components are compared internally and to one another to determine their similarity, and

subsequently whether or not they should be merged. The predicate is defined as having a

threshold that is determined by the size of the components being compared. This allows

the algorithm to be adaptive.

2.1.5 Variational methods

Variational methods approach image segmentation as a mathematically rigorous problem

- that is, they define an image as a continuous function, from which segmentations can be

found via optimization. This function is known as the energy function. The advantage

of this is a clearly defined cost function, which allows for optimization to find the best

segmentations.

Active contours (snakes)

Active contours [30] was the first variational method applied to image segmentation

[31]. It is an edge-based method (it ‘locks onto’ nearby edges, in such a way creating

segmentations), which aims to minimize the following energy function [31]:

E(C) = Eext(C) + Eint(C)

with an external energy (a data term):

Eext(C) = −

∫

1

0

|∇I(C(s))|2

and an internal energy (a regularization term):

Eint(C) =

∫

1

0

{
α

2
|(Cs(S))|

2 +
β

2
|Css(S)|

2}ds

Here, I is the input image and C is some parametric curve. Cs and Css denote the first

and second derivatives of the parametric curve with regard to its parameter, s. α and β

are user-supplied parameters which control the amount of regularization.

The external energy term attempts to maximize the gradient (in order to minimize the

energy). At each position on the curve the gradient is calculated, squared and then

negated. A larger gradient will therefore yield a smaller energy. This term is, in a sense,
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2.1. TRADITIONAL APPROACHES

Figure 2.5: Using the snakes algorithm to find the closest contour [32].

a measure of ‘edge strength’ along a curve.

The internal energy term (regularization term) penalizes for lengths of segmentations.

The first term penalizes the elastic length (or stretch) of the curve - it is smaller for

shorter curves. The second term penalizes the stiffness (or curvature) of the curve - it is

smaller for straighter curves, and larger for more ‘wiggly’ curves.

Minimizing the total energy (usually done with gradient descent, graph cuts or convex

relaxation) results in snakes that are short and stiff. An example of using active contours

can be seen in figure 2.5.

Mumford-Shah

The Mumford-Shah functional [33] computes a piece-wise smooth approximation, u, to a

given input image, I. That is, an input image is decomposed into a set of regions:

Ω = Ω1 ∪ Ω2 ∪ ... ∪ Ωn

where Ω is the domain of the image, such that the image is smooth within each Ωi and

varies discontinuously (or rapidly) across most of the boundary K between different Ωi.

The energy function to be minimized is:

E(u,K) = µ2

∫

Ω

(u− I)2dx+

∫

Ω/K

|∇u|2dx+ ν|K|

where u is an approximation to the image and K is a discontinuity set (a boundary that

allows discontinuities).

The first term is a data term, which computes the error of approximation between u and

the image, I, using least-squares. This asks that u approximates I.

The second integral is simply the gradient of the image squared. This term tends to

over-smooth edges - that is, by minimizing energy (i.e. minimizing this gradient term),

10



2.1. TRADITIONAL APPROACHES

smaller (smoother) gradients are preferred. This causes u, and ultimately I, to not vary

much within each Ωi.

The third term penalizes the lengths of the boundaries of discontinuity. This term is

required because K allows for discontinuities. At these discontinuous positions, the gra-

dient is not penalized (i.e. K is excluded from Ω). This can cause the problem of the

algorithm labelling all pixels as boundaries (thereby excluding all points, ultimately min-

imizing energy). The third term addresses this problem by regularizing the second term,

allowing for some discontinuities. As the number of discontinues increases, the length of

the boundary also increases, which will subsequently be penalized. This has the effect of

limiting the number of discontinuities, thereby causing the boundaries to be as small as

possible.

The result of minimizing the Mumford-Shah functional leads to the formation of a piece-

wise smooth approximation to the input image.

Combining colour with space

In some senses, the graph-based methods discussed above use location information as a

basis for segmentation. Other techniques (e.g. Mumford-Shah, thresholding) use colour

as a basis, attempting to minimize colour variance within segments. Nieuewenhuis and

Cremers [34] introduce a method that combines spatial locations and colour similarity of

user scribbles (inputs), bridging the gap between purely colour-based and purely location-

based approaches.

First, space-variant colour distributions are estimated from user inputs. This is done by

maximizing the conditional probability:

argmax
u

P(u|I) = argmax
u

P(I|u)P(u)

where I is the input image and u is a labelling indicating which n regions each pixel

belongs to (i.e. a labelled approximation to the image). A kernel density estimator

is then used to estimate the conditional probability P̂(I(x), x|u(x) = i), which denotes

the joint probability for observing a colour value I at location x given that x is part

of region Ωi. The details of this are beyond the scope of this literature review. Once

these distributions have been constructed the following variational energy function is

minimized:

E(Ω1, ...,Ωn) =
1

2

n
∑

i=1

Perg(Ωi) + λ

n
∑

i=1

∫

Ωi

fi(x)dx

with

fi(x) = −logP̂(I(x), x|u(x) = i)
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2.2. SEGMENTATION VIA REGION PROPOSALS

Figure 2.6: Segmentation using spatially varying colour distributions [34]. From left to
right: the original image with foreground and background pixels marked by the user, a
segmentation only using colour information, a segmentation only using location of input
information, combining both approaches.

Here, Perg(Ωi) is a regularization term, and denotes the perimeter of each region Ωi. This

causes the minimization to prefer shorter boundaries. The function fi(x) is the dataterm,

which is simply the negative logarithm of the estimated probability distribution. λ is a

weighting parameter which controls the influence of the dataterm.

Minimization is performed using convex relaxation, the details of which are beyond this

literature review. The overall process allows for drastic improvements in segmentation,

especially for difficult segmentations (e.g. images with textures), as show in figure 2.6.

2.1.6 Selective search

Selective search [35] is a bottom-up approach for segmentation that uses a regions based

approach. It aims to combine the structure of an image and the power of exhaustive

search into a more effective algorithm that ‘generates a small set of high-quality object

locations’ [35]. By using image regions as a guide for segmentation, an exhaustive search

is avoided, with the result that an image can be grouped into regions more quickly than

previous methods.

Selective search works similarly to the graph-based approach of Felzenswalb and Hut-

tenlocher [29]. Indeed, the authors use the work of [29] to create initial regions for their

algorithm. However, selective search takes a more regions-based (rather than pixel-based)

approach to groupings. Multiple aspects of similarity (colour, texture, size and fill) be-

tween regions are combined as a single measure. The algorithm then iteratively groups

the two most similar regions together, following which new similarities are calculated.

This continues until the whole image becomes a single region.

2.2 Segmentation via region proposals

In 2013, Girshick [36] introduced a region-proposal based CNN (R-CNN). Although the

key results spoke to object recognition, R-CNN also achieved good results on semantic

12



2.3. FULLY CONVOLUTIONAL NETWORKS (FCNS)

segmentation. The broad idea is to use a bottom-up segmentation method for initial

region proposals, followed by a CNN for classification.

R-CNN works in 3 stages. First, selective search is used to produce a set of candidate

regions. Second, these regions are fed to a CNN (usually a pre-trained classification CNN,

e.g. AlexNet, VGG, ResNet) for feature extraction. Finally, the extracted feature vector

is scored using a SVM trained for that class.

By using selective search (as opposed to SIFT or HOG), R-CNN produces far fewer fea-

tures per class, which results in significantly faster performance and less memory use than

other existing methods at time of publication. Although the performance improvements

for object detection were significant, only slight gains were achieved for semantic segmen-

tation tasks. An alternative region proposal method uses superpixels, an approach used

by Mostajabi et al [37].

R-CNN was improved first with the introduction of fast R-CNN [38], second with faster

R-CNN [39] and most recently with mask R-CNN [40]. Mask R-CNN (figure 2.7) performs

excellently on instance segmentation, resulting in state-of-the-art instance segmentation

results in 2016.

Figure 2.7: Mask-RCNN segmentations[40].

2.3 Fully convolutional networks (FCNs)

Long et al.[13] introduced the idea of using FCNs for semantic segmentation. FCNs differ

from previous networks, in that there are no region proposals extracted from the input

image. Rather, a direct end-to-end pixel-to-pixel mapping is learnt by the network. At
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2.3. FULLY CONVOLUTIONAL NETWORKS (FCNS)

the time of introduction, FCN implementations achieved state-of-the-art segmentation.

As their name implies, FCNs use only convolutional, pooling and activation functions

(i.e. no fully connected layers). This results in the network computing a nonlinear filter,

as opposed to a traditional DNN which computes a nonlinear function. One advantage

of using FCNs is their speed of training - both feedforward computation and backprop-

agation are much more efficient. Another advantage is they can take any arbitrary-sized

input image. After a series of convolutional layers, which downsample the input, upsam-

pling (or backwards convolution, sometimes called deconvolution) is required to recover

the activation positions, giving a meaningful output related to the input.

However, the problem with this approach is a loss of resolution due to the downsam-

pling by the convolutional and max-pooling layers (figure 2.8). The authors use ‘skips’

to address this problem, whereby activation from previous, higher resolution layers is

interpolated with later, lower resolution layers. A different solution to this uses a decon-

volution or expansion network, which has a series of unpooling and/or deconvolutional

layers. Ronneberger et al. [14] use a symmetric expansion branch in their implementation

of U-Net, which is currently state-of-the-art for segmenting medical images.

Figure 2.8: Segmentation using a FCN. Note the loss in resolution [13].

2.3.1 DeepLab

Deeplab is a state-of-the-art deep network for semantic image segmentation. All versions

of Deeplab use a DCNN (such as VGG or ResNet) trained for image classification, which

is then re-purposed for semantic segmentation (by transforming the networks into FCNs

and using atrous convolutional layers).

DeepLabv1 [15] overcomes the problem of poorly localized features of FCNs by using

atrous convolution (the ‘hole’ algorithm). The authors replace the final deep max-pooling

layers with atrous convolutional layers, which effectively upsample, efficiently producing

denser feature maps. In addition, to maintain spatial invariance, Conditional Random

Fields (CRFs) are used on top of the DCNN. These CRFs are able to capture fine de-

tail. Further, the authors use simple decimation to spatially sub-sample the first fully
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2.3. FULLY CONVOLUTIONAL NETWORKS (FCNS)

connected layer in their network - this has the effect of reducing the receptive field size

of the network, which reduces computation time by a factor of 2-3. The result of using

this pipeline can be seen in figure 2.9.

Figure 2.9: Segmentation using DeepLab [15].

DeepLabv2 [41] introduces atrous spatial pyramid pooling (ASPP). This deals with the

problem of existence of objects at multiple scales. One way to deal with multiple scales

is to provide rescaled versions of training data to the DCNN. However, this approach

requires feature responses at all CNN layers for the multiple scales of the input image.

Rather, the authors use multiple parallel atrous convolutional layers with different sam-

pling rates - this effectively resamples a given feature layer at multiple rates prior to

convolution. That is, multiple parallel atrous convolutional layers extract and process

features in separate branches, which are then fused together to generate a final feature

result.

Deeplabv3 [42] augments the ASPP layers of DeepLabv2 by incorporate image-level fea-

tures, thereby encoding global context. This is done applying global average pooling

on the last feature map of the model. In addition, batch normalization is included to

facilitate faster training.

Deeplabv3+ [43] is the most recent iteration of Deeplab. It includes an encoder-decoder

module to refine segmentation, esepecially along object boundaries. Deeplabv3+ is cur-

rently state-of-the-art for semantic segmentation. Results of segmentation can be seen in

figure 2.10.

Figure 2.10: Segmentation results using Deeplabv3+ [43].
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2.4. WEAK SUPERVISION

2.4 Weak supervision

The previously discussed DNNs rely on large amounts of annotated data to learn from.

Acquiring this data is expensive and time-consuming. Therefore, there have been recent

efforts to learn from weakly annotated data.

Dai et al. [44] use bounding boxes annotations (more economic than ground-truth masks)

for training. That is, they treat bounding box as very coarse masks, which, through train-

ing, become more refined. ‘BoxSup’ produces competitive results compared to similar

networks trained with access to true ground-truth masks.

Papandreou et al. [45] learn a DCNN from either weakly annotated training data (bound-

ing boxes or image-level labels) or a combination of a few strongly labeled and many

weakly labeled images. They introduce an expectation-maximization (EM) algorithm

used to train Deeplabv1.

Khoreva et al. [46] recursively train a CNN from bounding boxes. Their approach reached

95% of the quality of the equivalent fully supervised model for semantic labelling and

instance segmentation.

2.5 Interactive segmentation

As described in the introduction, segmentation is an inherently difficult task - it is not

always clear what needs to be segmented.

To help solve this, a variety of interactive segmentation methods have been developed.

That is, a user will give some sort of indication(s) as to important starting pixels that

are in some way useful for segmentation. The way this indication is done varies - some

methods require a bounding box to be drawn around the object, while others require

more precise boundaries via drawing a polygon.

Adobe’s Magic Wand tool [47] starts with user specified pixels as seeds. These seeds

provide colour information, and a region of connected pixels is then computed such that

the connected pixels fall within some colour tolerance related to the seed colour statistics.

This works well if the segmentation has only a few, distinct colours.

Intelligent scissors (a.k.a Live Wire or Magnetic Lasso) [48] allows for a polygon to be

traced around the object to be segmented. This polygon represents a minimum cost

contour. As more points are created the minimum cost path from the current point

to the previous point is computed. This minimum cost path follows colour weights, as

can be seen in figure 2.11. Unfortunately, intelligent scissors performs poorly for highly

textured images - there are many paths that can be computed.
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2.5. INTERACTIVE SEGMENTATION

Figure 2.11: Intelligent scissors finding the minimum cost path [48].

Grabcut [49] is a two-step process that begins with a graph cut [50] to determine a

‘hard segmentation’, which can then be refined by iteratively selecting foreground and

background pixels. Following this, border matting is computed by using alpha values

(i.e. transparency) around the hard segmentation boundaries. This allows for a smoother

segmentation outline.

Simple Interactive Object Extraction (SIOX) [51] requires a user to indicate a region

of interest, known background, and optional known foreground pixels. Clustering of

the colour signature of the known backgrounds and foregrounds is then performed -

these clusters are stored in k-d trees. Given a particular pixel, the trees are traversed

to determine if the pixel is part of the foreground or background clusters. If not, the

Euclidean distance between the pixel and each cluster’s centroid is computed to determine

if the pixel is foreground or background. SIOX is fast and noise-robust (see figure 2.12).

However, as with other methods, SIOX is dependent on colours for segmentation. In

addition, the user must select a region of interest containing the entire foreground object.

A further weakness is that multiple objects cannot be segmented at once. SIOX is

currently the open-source standard for foreground extraction (used in GIMP, Inkscape,

ImageJ, Blender and Krita).

Figure 2.12: SIOX is robust to noise [51].

The combined colour and space approach of Nieuewenhuis and Cremers [34] is dependent

on user input - the authors comment that unsupervised approaches to combining spatial

and colour information in an unsupervised fashion degrades segmentation. In contrast,

allowing interactive input provides excellent results.
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Chapter 3

Methodology

Two methods were used for segmentation. The first method is purely heuristic. The

second relies on a neural network for bounding box region proposals, followed by heuristic

refinement.

3.1 Heuristic approach

A 6 stage pipeline (figure 3.1) was used to generate foreground and background segmen-

tations: projection of 3D LiDAR points to the 2D frame of interest (with optional frame

integration), coarse identification of background data based on height thresholding, clus-

tering of background data, clustering of foreground data, merging of similar foreground

and background clusters, and generation of convex hulls.

Figure 3.1: Heuristic pipeline.
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3.1. HEURISTIC APPROACH

3.1.1 3D point-cloud projection onto 2D image

The first stage of the pipeline projects 3D LiDAR data onto the 2D image. Here, Velodyne

points from the KITTI dataset are projected onto a corresponding frame of interest. The

number of points varies between environments and is dependent on the number of objects

in frame.

A 3D point x in the LiDAR space gets projected to a 2D point y in the i’th camera

image through the following transformation:

y = P i
rectR

0

rectT
cam
velo x

where P i
rect is the i’th projection matrix after rectification (i.e. the camera intrinsic and

extrinsic calibration, which performs the function of mapping 3D rectified camera co-

ordinates to 2D image view), R0

rect is a rectifying rotation matrix that represents the

base (0’th) camera position (the transform from cam 0 co-ordinates to rectified cam 0

co-ordinates) and T cam
velo is the concatenation of a 3x3 rotation (Rcam

velo) and 1x3 translation

matrix (tcamvelo) that transforms from the LiDAR co-ordinate space to the base camera

co-ordinates (i.e. cam 0 co-ordinates):

T cam
velo =

(

Rcam
velo tcamvelo

0 1

)

These matrices which contains rotational and translational information combined as a

single transformations, are denoted as the special Euclidean group SE(3), and are also

referred to as poses. They maintain Euclidean distance between points and represent

transformations between different frames of reference.

Throughout this project, i was set as 2, which represents the left colour camera; the

reader is referred to the original KITTI paper [1] for more details.

The results of projecting 3D LiDAR points onto a 2D camera image can be seen in figure

3.2.
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3.1. HEURISTIC APPROACH

(a) Before LiDAR projection.

(b) After LiDAR projection.

(c) Before LiDAR projection.

(d) After LiDAR projection.

Figure 3.2: Projecting 3D LiDAR points onto a 2D image. Here, the LiDAR points have
been coloured according to their distance from the camera.
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3.1.2 Frame integration

It is useful to be able to project LiDAR data from previous or future frames (i.e. perform

frame integration). This was accomplished using available odometry data. Transforming

odometry information to LiDAR points allowed for those points to be back- or forward-

projected, thereby integrating multiple frames into a single frame of interest.

Within the KITTI odometry development kit, ground-truth odometry poses of the left

camera are given, relative to the 0th frame. These poses are given as a 3x4 transform

matrix (i.e. a 3x3 rotational matrix and 1x3 translational matrix concatenated) and must

therefore be supplemented similarly to T cam
velo - that is, append a (0, 0, 0, 1) row in order

to form a SE(3) transform:

Tsource,dest =

(

R t

0 1

)

To transform LiDAR data into a frame of interest from previous or later frames the

transform between those frames, relative to the 0th frame, must be calculated.

For example, consider the transform from frame 2 to frame 3 (T23) - that is, forward

projecting the points from 2nd to the 3rd frame. From the ground-truth data, we know

the transforms from the 0’th frame to the 2nd and 3rd frames (i.e. T02 and T03). We can

obtain T23 by using the relationships between these transforms:

T02T23 = T03

∴ T−1

02
T02T23 = T−1

02
T03

∴ T23 = T−1

02
T03

due to the nature of T03 being the equivalent of T02T23 as illustrated in figure 3.3.

Figure 3.3: Relationships between pose transforms.
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The resulting transform matrix is left-multiplied with T cam
velo , resulting in the full projec-

tion:

y = P i
rectR

0

rectTs,dT
cam
velo x

A similar derivation is used for back-projecting points. Results of frame integration can

be seen in figure 3.4.

(a) Base LiDAR.

(b) 1 frame forward projected.

(c) 1 frame forward projected, 1 frame back-projected.

Figure 3.4: Frame integration - the LiDAR space gets more dense as more points are
integrated from other frames into the frame of interest.
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3.1.3 Background clustering

The next step was a coarse removal of assumed background elements. Here, it is assumed

that all points beneath approximately 0.2m are part of the background (this eliminates

most road and pavement) and are removed (figure 3.5). Further, it is assumed that points

above a certain height threshold (2.5m) are also part of the background. These points,

however, are not removed.
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3.1. HEURISTIC APPROACH

(a) Base LiDAR.

(b) After height thresholding.

(c) Base LiDAR.

(d) After height thresholding.

Figure 3.5: Applying height threshold to LiDAR points.
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3.1. HEURISTIC APPROACH

A further coarse removal of distant points is then performed. Here, points further than

28m from the camera are identified and treated separately. Because these distant points

are naturally more sparse than closer data, density is used to segment distant clusters

(i.e. sparse point areas are removed). Remaining points are then clustered based on x, y

position, yielding several dense clusters of distant points.

Significantly high points (i.e. above the height threshold) are then clustered, based on

x, y, approximate depth (estimated from LiDAR data) and colour. A greater weight is

given to position and colour when calculating cluster linkages - this allows background

clusters to extend across multiple objects not necessarily at the same depth (e.g, multiple

bushes (of the same colour) that span across several depth intervals - see figure 3.6). These

background clusters are optionally used to remove persisting foreground segmentations

(referred to as foreground/background similarity merging).

Figure 3.6: Background clusters.

3.1.4 Foreground clustering

A hierarchical clustering of all remaining LiDAR points is then performed. Here, a

weighted Euclidean distance is used to link all pixels together in a hierarchy, based on

x, y and depth (once again, estimated from LiDAR data). A greater weight was given to

depth, thus causing cluster linking to prefer points that have a similar depth1. Due to

the high number of LiDAR points (especially with frame integration), this is the most

expensive part of the pipeline. The cluster dendrogram was cutoff at a maximum of 10

clusters; the results of the clustering can be seen in figure 3.7.

1Colour was not used for this clustering. This is due to foreground objects (e.g. cars) frequently
having a range of significantly different colours (i.e. white car body, black windows, red tail-lights).
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(a)

(b)

Figure 3.7: Foreground clusters - each cluster shown in a different colour.

Once foreground points have been clustered, colour and positional signatures are deter-

mined for all foreground and background segmentations. Similar clusters are merged

together, shown in figure 3.8. Here, similarity means that the cluster has a similar colour

signature and position to the known background cluster.

3.1.5 Colour and positional signatures

Colour signatures for each cluster were calculated using colour histograms. Separate

histograms for red, green and blue channels were determined, each with 16 buckets. Af-

ter normalization (i.e. dividing each histogram by the number of pixels contributing to

the histogram) a sum of differences was computed between the background and fore-

ground histograms. The resulting sum represents a measure of correlation between the

background and foreground colours. A threshold of 0.3 was empirically determined to

correctly indicate significant difference.

This colour signature was chosen for its simplicity and efficiency - other signature meth-

ods, such as building a KD-tree (similarly to SIOX), or using a joint distribution (similarly

to Nieuwenhuis and Cremers) were deemed unnecessarily complex for this application.

This histogram approach was inspired by HOGs.
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3.1. HEURISTIC APPROACH

(a) Here, foreground points (in blue) are determined to be similar to known background points (in red).

(b) Before similarity merges. (c) After similarity merges. Note that persisting in-
correct foreground elements have been removed.

Figure 3.8: Merging similar foreground and background regions.

Similarity in position was determined by comparing the square distance between average

background and foreground x, y positions. Here, a positional threshold of 7000 was

empirically found to correctly identify significant positional difference2.

3.1.6 Convex hulls

At this stage, core foreground clusters exists. Convex hulls are drawn around these

clusters (using Delaunay triangulation). Hulls that are directly above one another are

compared (again using colour and position signatures) and merged if similar. Here, a

smaller positional signature threshold of 3 000 is used - this allows for similarly coloured

and very closely positioned elements directly above one another to be merged into a

single object of interest (for example, a tall pole might have background and foreground

elements due to height thresholding - this step allows the individual clusters from both

background and foreground to be merged).

Finally, hulls are then examined to determine any overlapping regions. Shallower (i.e.

closer to the camera) clusters are given preference, and any intersections between hulls

are removed based on the depth levels within overlapping regions. This can be seen in

figure 3.9.

2This large value is due to the distance not being square-rooted for computational efficiency.
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(a) All convex hulls. Note the overlap between hulls in the right side of frame.

(b) Convex hulls with intersecting regions removed, giving preference to hulls closer to the camera.

Figure 3.9: Convex hulls drawn around persisting foreground clusters.

3.2 Region proposal approach

A 4 stage pipeline was used for the neural network region proposal approach (figure 3.10).

Figure 3.10: Neural network region proposal pipeline.

A pre-trained TensorFlow network with a ResNet backbone [52] was used to determine

instances of cars and pedestrians. The output from the network is a bounding box (see

figure 3.11). Thus, in a sense, this network acts as a region proposal network.
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Figure 3.11: TensorFlow network bounding boxes.

The output boxes are then refined using the same strategy of the heuristic method. How-

ever, rather than clustering the entire LiDAR space, each proposed region is clustered

independently. Further, only hierarchical clustering occurs - there is no merging of fore-

ground/background, or attempting to threshold for background pixels. This is due to

the high accuracy of proposed regions. Once again, a hierarchical clustering based on

position and depth was used.

A cluster threshold of 5 maximum clusters was used, following which the biggest cluster

is segmented using convex hulls. Naively, it may be expected to use a cluster threshold

of 2 clusters (one for foreground elements and one for background). However, for bigger

vehicles that have multiple colours and span multiple depth intervals, 2 clusters frequently

failed to correctly group pixels of interest. Using more clusters allows more groups to

be found. However, over-clustering leads to overly specific regions of a vehicle being

grouped - 5 clusters was experimentally determined to be a good balance between over-

and under-clustering.

3.3 Interactivity

An interactive GUI was built to allow a user to quickly remove/add segmentations (i.e.

convex hulls). Although this increases the overall time of the pipeline, and no longer

makes the method fully automatic, it is thought the gains of deleting/adding segmenta-

tions outweigh these drawbacks.

A user can left click on existing polygons to delete them. Alternatively, a right click will

delete all polygons except the one clicked on. The user can press ‘a’ to enter an append

mode wherein they can add new polygons.
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3.4 Testing

Each frame was segmented 5 times to allow for cache warming. Segmentations were run

with and without frame integration, as well as with and without similar foregrounds and

backgrounds being merged, in order to determine what was most effective. Testing with

sampling of LiDAR points was also investigated.

Timing results of using the interactive GUI were obtained separately.

3.5 Evaluation

Some ground-truth segmentations are provided in the KITTI dataset. However, these

are (purposefully) not linked with their corresponding sequences - thus, obtaining rele-

vant LiDAR points is difficult. Several independent authors have created ground-truth

annotations [53], linked to particular sequences, which are used for evaluation.

The primary evaluation metric measured was intersection over union (IoU), defined as:

IoU =
TP

TP + FP + FN

where TP , FP and FN are the number of true positive, false positive and false negative

pixels. IoU was measured only for car and pedestrian classes.

In addition, the pre-trained TensorFlow network was used to count the instances of

cars and pedestrians. This is useful for evaluating sequences that do not have ground-

truth segmentations, and for further understanding the nature of segmentations (ground-

truth segmentations do not separate instances of the same class, unlike the TensorFlow

detector).
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Chapter 4

Results

4.1 Timing and evaluation

Timing and mean IoU for two residential drives (for which there is corresponding ground-

truth data1) are shown in tables 4.1 and 4.2.

Table 4.1: Results for residential sequence 2011 09 30 drive 0027.

.

Type
Average number
LiDAR points

Average
time (s)

Average
polygons

Mean
IoU (%)

No background/foreground
similarity merge
(no frame integration).

7 552 1.85 5.65 44.56

Similar background/foreground
merged (no frame integration).

7 552 1.92 4.33 36.26

Integration with 1 future,
1 past frame.

23 128 15.51 7.30 46.26

Integration with
2 past frames.

19 606 11.76 5.80 46.17

Interactive GUI removals
(no merge, no integration).

7 552 3.41 2.8 62.19

Interactive GUI removals and
additions (no merge,
no integration).

7 552 22.35 5.46 72.97

TensorFlow detections. NA 10.06 4.50 NA
TensorFlow refinements. 7 552 0.12 4.50 53.13

1Timing results from other sequences (without ground-truth segmentations) can be found in the
appendix. These are omitted from results as mean IoU cannot be calculated without ground-truth.
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4.2. SAMPLING

Table 4.2: Results for residential sequence 2011 10 03 drive 0027.

.

Type
Average number
LiDAR points

Average
time (s)

Average
polygons

Mean
IoU (%)

No background/foreground
similarity merge
(no frame integration).

6 700 1.65 5.75 35.68

Similar background/foreground
merged (no frame integration).

6 700 1.63 3.85 28.64

Integration with 1 future,
1 past frame.

20 341 12.18 7.6 36.21

Integration with
2 past frames.

17 573 8.92 5.98 35.31

Interactive GUI removals
(no merge, no integration).

6 700 4.09 3.09 53.35

Interactive GUI removals and
additions (no merge,
no integration).

6 700 21.81 5 68.44

TensorFlow detections. NA 9.83 5 NA
TensorFlow refinements. 6 700 0.10 5 58.96

Table 4.3: Comparison of TensorFlow mean IoU across different classes.

Class TensorFlow mean IoU (%) over all sequences
Cars 55.90
Pedestrians 1.57
Overall 56.05

4.2 Sampling

Here, a sampling of x indicates that only every x′ith point was used. That is, a sampling

of 2 indicates that only every second LiDAR point was used, a sampling of 3 every third

LiDAR point, etc.
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4.3. INTERACTIVITY
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Figure 4.1: Mean IoU vs. sampling of LiDAR data
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Figure 4.2: Average time vs. sampling of LiDAR data

4.3 Interactivity

The interactive GUI can be seen in figure 4.3 below. As MATLAB was used as the

programming language of choice, this GUI Was built using MATLAB’s GUIDE tool.

The objective was not to create a complex tool that would allow fine-grained instance

segmentation. Rather, it was desired to build a simple tool that would quickly allow for

deletions and/or addition of segmentations. Average time to delete over-segmentations

was 3.75 seconds. Average time to delete and add new segmentations was 22.08 seconds.
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4.4. HEURISTIC SEGMENTATIONS

(a) Before removing segmentations.

(b) After removing segmentations.

(c) After removing and adding segmentations. Note the inclusion of the cars closest to the camera which
were previously not segmented.

Figure 4.3: Examples of interactive segmentations using the GUI app.

4.4 Heuristic segmentations

Different outcomes of the heuristic segmentation can be seen in figure 4.4. Resulting

segmentations can be seen in figure 4.5.
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4.4. HEURISTIC SEGMENTATIONS

(a) Base image. (b) No fg/bg merge.

(c) Fg/bg merge. (d) Frame integration - 1 future, 1 past frame.

(e) Frame integration - 2 past frames. (f) Interactive.

(g) TensorFlow detections. (h) TensorFlow refinements.

(i) Ground truth. (j) Ground truth, filtered for cars and pedestrians.

Figure 4.4: Segmentation approaches.
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4.4. HEURISTIC SEGMENTATIONS

Figure 4.5: Resulting segmentations. Left column is original image. Right column is
original image with segmentations over-layed.
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4.5. NEURAL NETWORK REFINEMENTS

4.5 Neural network refinements

Example results of using the heuristic clustering to refine bounding box proposals can be

seen in figure 4.6 below.

Figure 4.6: Resulting refinement of neural network bounding box proposals. Left column
is neural network proposals. Right column is heuristic refinements.
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Chapter 5

Discussion

5.1 Timing

The time taken to process each frame expectedly increases with the number of LiDAR

points. Thus, forward- or back-projecting points becomes increasing computationally

expensive. On average, 1 frame of data contains 7126 points (this will vary between

environments and depending on what is in frame), taking approximately 1.75 seconds

(without fg/bg merging) to process.

Processing of neural network bounding boxes was much quicker (average of 0.11 seconds).

This is due to clustering only being performed within each bounding box - this is far less

computationally expensive than performing clustering across the entire LiDAR space.

However, generating bounding boxes was significantly slow, requiring on average 9.95

seconds. Further, the time taken to train the network is unknown, and is likely to further

add to processing time.

5.2 Evaluation

Mean IoU was lower for non-interactive techniques (average of 40.12%, without fg/bg

merging). This is mainly due to extraneous segmentations causing an increased union,

and therefore decreased IoU. Deleting these extraneous segmentations using the inter-

active GUI therefore significantly improved precision to 57.75%. Adding additional seg-

mentations (i.e. hand-traced) further improved mean IoU to 70.71%.

Based on the average number of polygons segmented, removed and/or added, it seems

that non-interactive approaches segment the correct number of objects (similar results

for non-interactive number of polygons and interactive with deletions and additions),

but frequently over-extend segmentations (an average of 2.76 incorrect segmentations
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5.3. SAMPLING

removed interactively).

The average number of polygons using the TensorFlow model is lower than that of the

fully interactive approaches (an average of 4.75 vs 5.23 polygons respectively). This is

due to the TensorFlow network not detecting all objects of importance (for example, the

right-most car in figure 4.4 (f) is undetected).

Refinement of generated neural network bounding boxes shows reasonably good precision

(an average of 56.05%). This is higher than pure hierarchical approaches, but comparable

to hierarchical approaches in combination with interactivity (limited to deletions) and

worse than hierarchical approaches with deletions and additions.

5.3 Sampling

Precision of segmentations decreased for all approaches with sampling. Intuitively, as the

amount of sampling increases the LiDAR data is more sparse, and therefore clustering

becomes less robust. In addition, sampling is likely to cause inaccurate cluster boundaries

- true boundaries may be removed in the sampling process.

The least amount of precision lost was for frame integration - integration with 1 frame

forward and 1 frame forward had a maximum loss of 3.63%, while integration with 2

past frames had a maximum loss of 5.18%. These low losses are attributed to frame

integration ‘supplementing’ the sampled data, thus keeping a dense LiDAR map.

Mean IoU of interactive segmentation (i.e. removing extraneous segmentations) decreases

significantly (a maximum loss of 11.41%) with sampling. This is due to the sampled

segmentations, while often overlapping ground-truth, frequently being inaccurate. These

inaccurate segmentations were therefore removed, leading to a decrease in IoU.

Time to process each frame decreases with increased sampling. This decrease was non-

linear, as can be seen in figure 4.2. Thus, increasing sampling has significant time per-

formance improvements.

5.4 Clustering

The most expensive part of the algorithm is foreground clustering. As previously men-

tioned, a hierarchical clustering is used, with a cutoff at a particular number of clusters

- in this case, 10.

Ideally, the clustering hierarchy should cutoff at some inconsistency coefficient, where the

coefficient is a measure of relative height variation within the clustering dendrogram. Ex-
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5.5. OCCLUSIONS

periments were performed with inconsistency cutoffs, but performed poorly as compared

to a fixed cluster cutoff.

A better solution may use ‘soft’ clustering - that is, each pixel is clustered with a particular

probability. Pixels with low probabilities could then be removed from clusters, or assigned

to different (more probable) clusters.

5.5 Occlusions

One area the algorithm performs particularly poorly is with occluded cars (see figure 5.1).

Here, multiple cars are placed into the same cluster, resulting in a single segmentation

with multiple objects.

Figure 5.1: An example of incorrect clustering. Here, the 2 cars in left side of the frame
are put into the same cluster.

Various strategies were attempted in an effort to solve this issue. These included further

intra-cluster clusterings based on depth, position, colour (in multiple colour spaces),

attempting to draw active contours (using ‘snakes’), thresholding (in multiple colour

spaces) and finding hard edges (using various edge-detecting kernels). Ultimately, no

one solution could be found to consistently correctly determine intra-cluster clusters (i.e.

detect occlusions).

Investigating soft hierarchical clustering, with intra-clustering based on colour features

may offer a solution.

5.6 Dynamic vs. static objects

Clustering of static objects improves with frame integration. This is expected - as more

data is forward- or back-projected the frame of interest becomes ‘richer’, allowing for

better segmentations to be drawn.
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5.6. DYNAMIC VS. STATIC OBJECTS

However, dynamic object detection usually performs better without frame integration.

This is because the transform of the points from previous/later frames to the current

frame is incorrect, due to the movement of the dynamic object. In contrast, simply

using one frame leads to better results, due to only the points at that time being used

for segmentation. Figure 5.2 shows a car and a cyclist dynamically being tracked across

frames without integration. The same car, with frame integration, can be seen in figure

5.3.

(a) Segmenting a moving car.

(b) Segmenting a moving cyclists.

Figure 5.2: Segmenting dynamic objects.
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5.7. ENVIRONMENT

(a) Without frame integration.

(b) With frame integration

Figure 5.3: Frame integration leading to inaccuracy in segmenting dynamic objects.

5.7 Environment

The algorithm produces better results in dense urban environments, as compared to more

open environments (such as highways). This is due to LiDAR points being more spread

out in open environments; the clustering is therefore more difficult.

However, when there is a dense cluster of points, this is almost always detected. Thus,

when a car comes into frame (on a highway), this car is successfully segmented, despite

the dynamics at play ((a) of figure 5.2). In contrast, there is often more intra-cluster

failure in city and residential environments, due to the natural densities of many objects

in a single frame.

Another environmental consideration is hills. Due to the naive height threshold applied

to eliminate the road, the algorithm performs poorly on inclined environments - the part

of the road on the incline is not removed, as show in figure 5.4.
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5.8. CONVEX HULLS

Figure 5.4: Height threshold failure on an incline. Here, the road is incorrectly added to
persistent foreground clusters.

5.8 Convex hulls

Computing convex hulls proves useful in generating masks for segmentation. However,

these are obviously limited to convex shapes. Thus, applying convex hulls to clusters

containing humans, bicycles or other non-convex objects leads to segmentations that fail

to capture the true shape/borders. This can be seen in (b) of figure 5.2 - the convexity

fails to draw accurate borders around the cyclist.

5.9 LiDAR

This report is not the forum to discuss the advantages/disadvantages of incorporating

a LiDAR system for self-driving cars. However, one aspect of LiDAR worth noting

is that it is not in any way colour dependent. This allows clustering (and ultimately

segmentation) to find objects that are traditionally very difficult to segment (and would

be near impossible using a colour or edge-based method).

For example, consider frame 85 from 2011 09 30 drive 0027 ((a) of figure 5.5). Here, the

car in the right hand side of the frame, near the border, is almost impossible to see with

the naked eye. Traditional and neural network approaches to segmenting this car would

therefore fail, as these are usually dependent on finding colours/edges and/or using region

proposals. However, using LiDAR allows for ‘seeing’ of this car, despite it blending so

heavily into the background ((b) of figure 5.5). Therefore, a segmentation is easily found

(even with heavily sampled LiDAR data - this picture taken from the 5x sub-sampled

run).
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5.10. INTERACTIVITY

(a) Before segmentation.

(b) After segmentation.

Figure 5.5: Frame 85 of 2011 09 30 drive 0027. On top, the car hiding in the right near
the border is almost impossible to see. On bottom, this car has been segmented via
LiDAR clustering.

5.10 Interactivity

The interactive GUI significantly increases mean IoU. This comes at the cost of increased

overall pipeline time. Simple deletions of extraneous segmentations took an average time

of 3.75 seconds with an increase in mean IoU of 17.63%. Deletions in combination with

additions (i.e. drawing new segmentations) took longer (an average of 22.08 seconds),

while further increasing mean IoU to 72.97% ( a further increase of 12.96%). The inter-

activity may be an affordable sacrifice to make, depending on application. Regardless,

these increased times are negligent as compared to current annotation techniques.

5.11 TensorFlow bounding boxes

The neural network approach of generating bounding boxes followed by hierarchical clus-

tering for refinement performed better than pure heuristic segmentation (mean IoU of

56.05% vs 40.12%), and comparably to heuristic segmentation with interactive deletions
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5.11. TENSORFLOW BOUNDING BOXES

(mean IoU of 56.05% vs 57.75%).

However, the danger of this approach is that initial bounding boxes are only as good as the

data the network has been trained on. That is, heuristic clustering is more likely to find

all objects of interest, even if subsequent clustering leads to inaccurate borders/overlap

between objects. In contrast, the neural network is likely to miss objects of importance

when it has not been trained to recognize them. For example, despite being trained to

recognize pedestrians, the network frequently failed to find cyclists. This is evident when

assessing mean IoU per class, as measured in 4.3.

Other region proposal methods (e.g. Selective Search) could be investigated as a replace-

ment for the neural network.
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Chapter 6

Conclusions

Although mean IoU is low (for non-interactive approaches), the aim of this project was

not to generate perfect segmentations. Rather, the objective was to generate baseline

segmentations from which better annotations may be drawn. In this regard, the project

is successful - baseline segmentations provide good borders around objects of interest.

Time required to perform segmentations improves with sampling of LiDAR data. Without

sampling, and without any interactivity, approximately 2060 images can be processed per

hour. Including interactivity by deleting extraneous segmentations reduces this to 655

images. Combined deletions and additions of segmentations further reduces this to 141

images per hour.

This increased time comes at the benefit of increasing mean IoU (i.e. precision). The

interactive GUI tool significantly improved results, achieving a maximum of 72.97% mean

IoU.

Sampling of LiDAR data significantly reduces processing time per frame. At the same

time, all approaches suffer from some loss in precision. The degree of loss varies between

approaches - frame integration suffered the least loss, while interactive approaches suffered

the most.

Using every third point (i.e. a sampling factor of 3) reduced mean IoU by ≈ 3.6%

for the baseline approach (no frame integration, no foreground/background similarity

merging). However, the time required to process each image drops significantly, by ≈

1.67 seconds, allowing a theoretical processing of 20 000 images per hour with a mean

IoU of ≈ 41%. Further sampling follows similar trends of decreasing processing time at

the cost of decreasing IoU.

Using a pre-trained neural network to find bounding boxes around objects of interest

showed promising results, with an average mean IoU of 56.06%. However, the danger of

this approach is that the network is only as good as the data it is trained on. Fusing the
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two methods could yield better results than either method alone.

Several recommendations are made in the next chapter to extend this project. However,

based on the promising results of the GUI tool, preliminary work could focus on extending

this aspect of the project, perhaps in combination with sampling.
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Chapter 7

Recommendations

Segmentation is a difficult computer vision task. Given the limitations of this project,

there are several areas where further work could be done:

First, the method of clustering could be improved. Currently, a hard clustering is per-

formed, which is only dependent on position and pseudo-depth. A soft clustering could

be investigated, which is also dependent on colour. This could generate more accurate

segmentations.

Second, the clustering could be merged with other algorithms and/or methods. For

example, a Selective Search could be performed, after which region proposals from both

algorithms are compared. Alternatively, a depth map could be generated from available

stereo cameras, which could be used to supplement LiDAR data. Other strategies to

investigate include region growing, contour detection and graph-cut algorithms.

Third, better integration across multiple frames could be introduced. Thus, if an object

is detected in one frame, there should be a level of consistency with segmentations in the

next frame. Even with frame integration, clustering is performed separately. In other

words, there is no tracking of segmentations across multiple frames.

Fourth, the road segmentation could be improved. Rather than using a naive height

threshold (as explained in methodology) a dedicated FCN could be used to segment the

road (e.g., [54] or [55]), allowing for more accurate borders along the bottom of objects

to be determined.

Fifth, the interactive GUI could be improved, allowing users to expand or finely adjust

segmentations. In addition, class allocators could be incorporated to allow a user to mark

a segmentation as belonging to a particular class. Lastly, investigations into using the

GUI to indicate bounding boxes could be performed (i.e. replace the role of the current

neural network with a GUI tool).

Sixth, in order to improve dynamic object detection, optical flow algorithms could be
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introduced to track pixels across multiple frames. This would allow the benefits of frame

integration for static object detection to be combined with better dynamic object track-

ing.

Seventh, the outputs of this pipeline could be fed into a SVM or other classifier to

classify segmentations. This could remove the need for an interactive GUI - if a proposed

segmentation has a low probability of recognition (i.e. identification as a pre-trained

object), that segmentation should be removed.

Eighth, odometry data could be generated (rather than depending on provided odometry

data). This would allow for frame integration along any sequence.

Ninth, this algorithm could be optimized, either by porting the code to C/C++ or by

implementing a GPU solution. The most expensive part of the pipeline - hierarchical

clustering - can be parallelized [56]; work could therefore be done in parallelizing the

algorithm.

Tenth, due to the shortage of good ground-truth segmentation data for KITTI, an existing

neural network (e.g. [2]) could be used to generate pseudo ground-truth segmentations,

which would allow IoU to be calculated for any sequence.

Lastly, this method should be tested on other datasets. Several open-source datasets

contain LiDAR data, including the recently released Waymo dataset [57]. The developed

algorithm should be tested for consistency across these datasets.
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Appendix A

7.1 Timing

There is little to no ground-truth data available for these sequences which the algorithm

was run on. Therefore, mean IoU cannot be determined, or what can be calculated is

likely a rough estimate. Nonetheless, this data is included for its timing results.

Ground-truth odometry is lacking for some sequences, thus there are no frame integration

results.

Table 7.1: Timing results for city sequence 2011 09 26 drive 0009.

.

Type
Average number
LiDAR points

Average
time (s)

Average
polygons

No background/foreground
similarity merge
(no frame integration).

3750 0.64 5.66

Similar background/foreground
merged (no frame integration).

3750 0.63 3.85

Interactive GUI removals
(no merge, no integration).

3750 3.91 2.98

TensorFlow detections. NA 9.93 5.81

Table 7.2: Timing results for campus sequence 2011 09 28 drive 0038.

.

Type
Average number
LiDAR points

Average
time (s)

Average
polygons

No background/foreground
similarity merge
(no frame integration).

5354 0.99 4.55

Similar background/foreground
merged (no frame integration).

5354 0.99 3.5

Interactive GUI removals
(no merge, no integration).

5354 3.86 2.36

TensorFlow detections. NA 9.76 6.14
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7.2. CODE

Table 7.3: Timing results for residential sequence 2011 10 03 drive 0042.

.

Type
Average number
LiDAR points

Average
time (s)

Average
polygons

No background/foreground
similarity merge
(no frame integration).

2965 0.31 3.87

Similar background/foreground
merged (no frame integration).

2965 0.30 2.96

Integration with 1 future,
1 past frame.

8721 2.76 6.29

Integration with
2 past frames.

6913 1.64 4.01

Interactive GUI removals
(no merge, no integration).

2965 3.01 3.28

TensorFlow detections. NA 9.95 0.76

7.2 Code

Code for this project can be found at:

https://github.com/joshestein/EEE4022S_final_project
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